**Experiment 7**

(PART B : TO BE COMPLETED BY STUDENTS)

***(Students must submit the soft copy as per following segments within two hours of the practical. The soft copy must be uploaded on the Blackboard or emailed to the concerned lab in charge faculties at the end of the practical in case the there is no Black board access available)***

|  |  |
| --- | --- |
| Roll No. C013 | Name: Ashmit Jain |
| Class: B | Batch: B1 |
| Date of Experiment: | Date of Submission: 22/9/2024 |
| Grade : | Time of Submission: |
| Date of Grading: |  |

**B.1 Software Code written by student:**

***(Paste your code completed during the 2 hours of practical in the lab here)***

**Task1:**

#include <iostream>

using namespace std;

class Node {

public:

    int data;         // Data stored in the node

    Node\* left;       // Pointer to the left child

    Node\* right;      // Pointer to the right child

    // Constructor to initialize a node with a given value

    Node(int value) {

        data = value;

        left = nullptr;

        right = nullptr;

    }

    // Pre-order traversal (root, left, right)

    void preOrderTraversal(Node\* node) {

        if (node == nullptr) return;

        cout << node->data << " ";

        preOrderTraversal(node->left);

        preOrderTraversal(node->right);

    }

};

int main() {

    // Manually constructing the binary tree

    Node\* root = new Node(50);

    root->left = new Node(30);

    root->right = new Node(70);

    root->left->left = new Node(20);

    root->left->right = new Node(40);

    root->right->left = new Node(60);

    root->right->right = new Node(80);

    // Pre-order traversal of the tree

    cout << "Pre-order traversal: ";

    root->preOrderTraversal(root);

    cout << endl;

    // Cleaning up memory

    delete root;

    return 0;

}

**Task2:**

#include <iostream>

using namespace std;

class Node

{

public:

    int data;

    Node\* left;

    Node\* right;

    // Constructor to initialize the node with data

    Node(int value = 0)

    {

        data = value;

        left = nullptr;

        right = nullptr;

    }

    // Destructor to clean up dynamically allocated memory

    ~Node()

    {

        delete left;

        delete right;

    }

    // Pre-order traversal (root, left, right)

    void preOrderTraversal(Node\* root)

    {

        if (root == nullptr) return;

        cout << root->data << " ";

        preOrderTraversal(root->left);

        preOrderTraversal(root->right);

    }

    // In-order traversal (left, root, right)

    void inOrderTraversal(Node\* root)

    {

        if (root == nullptr) return;

        inOrderTraversal(root->left);

        cout << root->data << " ";

        inOrderTraversal(root->right);

    }

    // Post-order traversal (left, right, root)

    void postOrderTraversal(Node\* root)

    {

        if (root == nullptr) return;

        postOrderTraversal(root->left);

        postOrderTraversal(root->right);

        cout << root->data << " ";

    }

};

int main()

{

    // Initialize the main root of the tree

    Node\* root = new Node(10);

    // Manually build the tree

    root->left = new Node(2);

    root->right = new Node(3);

    root->left->left = new Node(4);

    root->left->right = new Node(5);

    root->right->left = new Node(6);

    root->right->right = new Node(7);

    // Traversals

    cout << "Pre-order traversal: ";

    root->preOrderTraversal(root);

    cout << endl;

    cout << "In-order traversal: ";

    root->inOrderTraversal(root);

    cout << endl;

    cout << "Post-order traversal: ";

    root->postOrderTraversal(root);

    cout << endl;

    // Cleanup memory

    delete root;

    return 0;

}

**B.2 Input and Output:**

***(Paste your program input and output in following format, If there is error then paste the specific error in the output part. In case of error with due permission of the faculty extension can be given to submit the error free code with output in due course of time. Students will be graded accordingly.)***

**Task1:**

**![](data:image/png;base64,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)**

**Task2:**

**![](data:image/png;base64,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)**

**B.3 Observations and learning [w.r.t. all tasks]:**

**Representation of Binary Tree**:

Binary trees can be represented in memory using either arrays or linked lists.

The linked list representation is more efficient for binary trees because it dynamically allocates memory for each node, allowing non-contiguous storage of nodes in memory.

**Binary Tree Structure**:

Each node in a binary tree contains three components: data, a left pointer, and a right pointer.

The left pointer references the left child, the right pointer references the right child, and if a node has no children, the pointers are set to nullptr.

**Tree Traversal**:

**Preorder Traversal**:

The root is visited first, followed by the left subtree, then the right subtree.

**Inorder Traversal**:

The left subtree is visited first, followed by the root, then the right subtree.

**Postorder Traversal**:

The left subtree is visited first, followed by the right subtree, and the root is visited last.

**DFS Traversals**:

The Depth-First Search (DFS) method allows efficient tree traversal by exploring nodes down a branch before backtracking. All three traversals are forms of DFS, differing only in the order nodes are visited.

**B.4 Conclusion:**

**Memory Representation**:

The linked list representation of binary trees allows flexible memory allocation and easy manipulation of nodes, making it a preferred method over array representation for binary trees.

**Traversal Algorithms**:

Implementing DFS traversal techniques (preorder, inorder, and postorder) provides a comprehensive method to access and process all nodes in a binary tree. These traversal techniques are foundational in tree operations and are useful in various applications like expression trees, syntax trees, and searching.

**Binary Tree Analysis**:

Understanding tree height, node relationships, and traversal methods is critical for efficient manipulation and navigation of binary tree structures. Traversals provide different views of tree data, and each method is suitable for specific use cases in programming.